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#### Abstract

Machine designers must have an accurate understanding of the thickness distributions of parts. In this study, a novel thickness evaluation method for polyhedral objects is proposed in which the thickness at a point on the object's surface is determined by the size of the maximum cube inscribed at that point. Considering a three-dimensional object with the inside and outside inverted, the thickness definition can also be used to evaluate the amount of clearance on the part surface or between parts. The interior of a polyhedral object is converted to an equivalent voxel model, and a "cuboid distance field" consisting of inscribed cubes centered at each voxel is defined. The maximum inscribed cube tangent to any point on the surface of the object was obtained by analyzing the cuboid distance field along a half-line extending from the point to the interior of the object. We devised a fast algorithm to compute the cuboid distance field using a hierarchical bounding box structure of surface polygons in combination with the parallel processing function of the graphics processing unit. The effectiveness of the algorithm was verified through computational experiments.
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## 1 INTRODUCTION

The part thickness is an important design parameter that affects the mass properties and robustness of mechanical products. Machine designers must work with an accurate understanding of the thickness distributions of parts. In international standards, part thickness is defined using conventional dimensions [1] unsuitable for use in three-dimensional (3D) CAD models with complex shapes. For this reason, many CAD systems use thickness evaluation for 3D objects based on nonstandard definitions, such as the ray and sphere methods [15]. Considering a 3D shape with the inside and outside inverted, the definition of thickness can also be used to evaluate the amount of clearance on the part surface or between parts.

The sphere method is used in many CAD systems to analyze the thickness of a 3D object. This method defines the thickness at point $\boldsymbol{p}$ on the surface of a 3D object based on the diameter $d$ of the maximum sphere inscribed on the object at $\boldsymbol{p}$ (Fig. 1(a)). For the plate-like parts, the thickness specified by the sphere method was generally consistent with the thickness defined by the dimensions in the standard. Because the maximum inscribed sphere becomes smaller near a convex shape, the sphere method displays all corners of the part as thin (Fig. 1(b)). Thus, it is difficult to understand the thickness distribution of a part correctly using the sphere method. To avoid this problem, the corners of parts are often ignored when visualizing the thickness distribution using the sphere method.


Figure 1: Thickness and clearance analysis using the sphere method.
This problem has even more troublesome consequences when the sphere method is used for the clearance analysis. In the sphere method, the clearance at point $\boldsymbol{p}$ on the object surface is expressed as the diameter of the maximum circumscribed sphere tangential to $\boldsymbol{p}$ (Fig. 1(c)). Consider the placement of a box-shaped part into a slot as shown in Fig. 1(d). Although the part can be installed dimensionally, the following two problems arise when the amount of the clearance is evaluated by the sphere method (Fig. 1(e)). The first problem is that even if the clearance is evaluated as $w$ by the sphere method, it does not mean that a box-shaped part with a width of $w$ can be placed. Since the sphere method guarantees the placement of a sphere of diameter $w$, placement can only be guaranteed for smaller parts that fit into this sphere. Another problem is that the sphere method evaluates the clearance as narrow at the corners, and the part is judged to be difficult to install. The shapes of several mechanical parts were often approximated using rectangular boxes. The sphere method has difficulty in evaluating clearances that consider the characteristics of the placement of such parts.


Figure 2: Thickness analysis using the maximum inscribed cube (a) and clearance analysis using the maximum circumscribed cube (b).

In this paper, we propose a novel method for evaluating the thickness and clearance of a 3D object that is less likely to cause such problems. In this method, the thickness at point $\boldsymbol{p}$ on the surface of an object is defined as the width $w$ of the maximum cube inscribed at $\boldsymbol{p}$ (Fig. 2(a)). In the clearance analysis, the width of the maximum circumscribed cube is used instead (Fig. 2(b)). The cubes are
assumed to be aligned with respect to the $X-, Y$-, and $Z$-axes of the coordinate frame of the part. By using this method, it is possible to solve the problem in which the corners of a plate-like part are judged to be thin, or difficulty in correctly evaluating the possibility of placing box-shaped parts. By properly stretching the part shape vertically or horizontally before performing the analysis, it is possible to evaluate the thickness/clearance using a more general rectangular object instead of a cube.

In the next section, we present prior studies on thickness and clearance analysis. Section 3 outlines the computation method for the proposed thickness and clearance analysis using the maximum inscribed/circumscribed cubes. Section 4 describes the details of our computational method, focusing on parallel processing using a graphics processing unit (GPU). Section 5 presents the results of calculations using our prototype software. Finally, Section 6 presents our conclusions.

## 2 PRIOR STUDIES

In addition to the sphere method, the ray method [15] is a commonly used thickness evaluation method in commercial CAD systems. In this method, the thickness at an arbitrary point $\boldsymbol{p}$ on the object's surface is defined using a ray that starts from $\boldsymbol{p}$ and extends to the inward normal direction at $\boldsymbol{p}$. The intersection point $\boldsymbol{q}$ between the ray and surface immediately opposite $\boldsymbol{p}$ is calculated, and the Euclidean distance between $\boldsymbol{p}$ and $\boldsymbol{q}$ is used as the thickness value at $\boldsymbol{p}$. However, the ray method has a problem in that the thickness of $\boldsymbol{p}$ differs from that of $\boldsymbol{q}$ when the surfaces containing points $\boldsymbol{p}$ and $\boldsymbol{q}$ are not parallel.

GeomCaliper is software specialized for visualizing the thickness of 3D objects using ray and sphere methods. GeomCaliper employs a uniform spatial grid and a k-d tree to achieve an efficient thickness calculation performance [15]. The authors developed software to analyze the thickness of arbitrary points on a polyhedral object using the sphere method [7]. The software achieves a high calculation speed using the parallel processing capability of the GPU. This software has also been used to realize a technique for simulate the sink marks that appear on the surfaces of plastic parts during injection molding [9].

Patil and Ravi proposed three thickness analysis methods using voxel models [14]. They are called (i) "radiographic thickness," which is based on a transformation of the ray method, (ii) "exterior thickness," which is a modification of the sphere method, and (iii) "interior thickness," which is a type of distance transformation. The first two methods can be regarded as modifications of the ray and sphere methods. Therefore, the problems associated with the ray and sphere methods have not been solved. Lu et al. proposed a thickness analysis method based on distance transformations to detect thick regions of a 3D object [11]. They used this method to automatically detect shapes prone to blowholes during casting.

The distance field is a method used to analyze the thickness distribution inside a 3D object [2, $3,4,5,6,8,10,12,16,17]$. The interior of a 3D object is decomposed into a uniform grid of cells (voxels), where the distance from the center of the voxel to the surface of the object is calculated and recorded in each voxel. Using the distance field, the thickness distribution of a 3D object can be efficiently visualized using the sphere method [8]. In this study, the distance field is also used in some processes to speed up the computation. When using high-resolution voxel models, the computation of the distance field is a time-consuming process. In $[6,8,16]$, methods to manage an object's surface polygons using a hierarchical tree structure of bounding boxes were proposed to reduce the computation cost. Some of them realized a further reduction in cost using the parallel processing capability of the GPU $[8,16]$.

## 3 ALGORITHM OUTLINE

In this section, we present an outline of our thickness analysis method using inscribed cubes. Using the inverted shape of the objects, the same method can be used to evaluate their clearance. The
maximum cube inscribed at an arbitrary point on the surface of a 3D object was obtained through the following three steps:

(a) Step 1

(b) Step 2

(c) Step 3

Figure 3: Outline of our algorithm. (a) calculation of the distance field, (b) calculation of the cuboid distance field, and (c) evaluation of the thickness using the cuboid distance field.

Input: Polyhedral model of a machine part.
Step 1: The input polyhedral model is converted into an equivalent voxel model (Fig. 3(a)), and the distance from the center point of each voxel to the nearest point on the surface of the polyhedron is calculated. The obtained distance values were recorded for each voxel and a distance field was constructed inside the polyhedral model.
Step 2: The distance value recorded in voxel $\boldsymbol{v}$ represents the radius of the sphere inscribed in the polyhedron and centered at $\boldsymbol{v}$. Using the information of each inscribed sphere, a cube centered at $\boldsymbol{v}$, aligned with respect to the X -, Y -, and Z -axes, and inscribed in the polyhedron is calculated (Fig. $3(b)$ ). The half value of the width of the cube obtained is recorded as a new distance value for $\boldsymbol{v}$. New distance field obtained by using this method is called "cuboid distance field" in this study.
Step 3: The maximum inscribed cube in contact with point $\boldsymbol{p}$ on the surface of the model is determined by extending a ray from $\boldsymbol{p}$ to the interior of the cuboid distance field and examining the distance values recorded in the voxels on the line (green voxels in Fig. 3(c)).
Output: Maximum cube inscribed at an arbitrary point on the surface, and aligned with respect to the coordinate axes.

The following two technologies were newly developed in this study.

- In Step 2, we computed the inscribed cube centered on each voxel to obtain the cuboid distance field. An efficient calculation of the cuboid distance field was realized using GPU parallel processing technology, bounding volume hierarchy, and GPU shared memory. The conventional distance field stores the radius of the inscribed sphere centered at each point in a solid. Our cuboid distance field, on the other hand, records half the width of the inscribed cube centered at a point inside the object. This is the first study to define such a distance field and develop an efficient method for its calculation.
- In Step 3, we developed a technique for computing the maximum inscribed cube tangent to an arbitrary point on the surface of a polyhedron using the cuboid distance field. Our method assumes that the orientation of the surface polygon is not parallel to the coordinate axes.


## 4 DETAILS OF ALGORITHM

This chapter describes the details of the calculations in each step.

### 4.1 Step 1 Construction of Distance Field

As mentioned in the previous section, many studies have been conducted on the voxelization of 3D models and the construction of the distance field in the voxel model.

In this study, we employed the original distance field construction algorithm [8].
The basic procedure for distance field construction is an iterative calculation of the distance between the center point $\boldsymbol{p}$ of each voxel and the surface polygon of the 3D object. Our algorithm [8] suppresses unnecessary distance calculations using hierarchical bounding boxes to make this process efficient. An axis-aligned bounding box (AABB) that holds all surface polygons of the object within is defined. The polygons were classified into two groups consisting of the same number of polygons, and two smaller AABBs enclosing each group of polygons were defined. These processes are repeated to organize all surface polygons of a given object into a binary tree structure of AABBs.

In the distance calculation, the AABB tree was traversed with point $\boldsymbol{p}$ from the root node to the leaf nodes in a breadth-first manner. Consider $2^{n}$ AABBs ( $B B_{0}, B B_{1}, \ldots, B B_{2^{n}-1}$ ) in the $n$-th layer of the tree. For each $A A B B B B$, compute the distance $d_{i}$ representing the shortest distance between $\boldsymbol{p}$ and a point on $B B_{i}$. Another distance $D_{i}$ is computed which represents the maximum distance between $\boldsymbol{p}$ and a point on $B B_{i}$. Select box $B B_{\text {min }}$ whose value $D_{\min }$ is the smallest at the maximum distance $D_{i}$. If $d_{j}$ is larger than $D_{\text {min }}$ then the distance between $\boldsymbol{p}$ and any polygon within $B B_{j}$ must be larger than the distance between $\boldsymbol{p}$ and a polygon within $B B_{\text {min }}$ therefore, all polygons within $B B_{j}$ can be ignored in the distance calculations. Child nodes of $B B_{j}$ can be excluded from the following process in the breadth-first traversal.

After AABB tree traversal, polygons in the AABB of the reached leaf nodes were collected. The distance between the collected polygons and $\boldsymbol{p}$ is calculated in parallel using a GPU to determine the distance between $\boldsymbol{p}$ and the surface of the object.

### 4.2 Step 2 Construction of Cuboid Distance Field

The distance field obtained in Step 1 contains, for each voxel $\boldsymbol{v}$, the distance from the voxel center to the nearest point on the polyhedron surface. This value corresponds to the radius of the sphere $\boldsymbol{S}$ centered at $\boldsymbol{v}$ and is inscribed in the polyhedron. Consider a cube $\boldsymbol{c}$ inscribed in $\boldsymbol{S}$ and another cube $\boldsymbol{C}$ circumscribed in $\boldsymbol{S}$. The orientations of $\boldsymbol{c}$ and $\boldsymbol{C}$ are aligned to the $\mathrm{X}-, \mathrm{Y}-$, and Z -axes. The size of the axis-aligned cube $\boldsymbol{M}$ centered at $\boldsymbol{v}$ and inscribed in the polyhedron must be equal to or larger than $\boldsymbol{c}$ and equal to or smaller than $\boldsymbol{C}$ (Fig. 4). Therefore, using $\boldsymbol{c}$ and $\boldsymbol{C}$ as the initial values, the size of $\boldsymbol{M}$ was determined using the bisection method. Specifically, the following process is repeated for all voxels:

Initial values: Axis-aligned cube $\boldsymbol{c}$ inscribed in $\boldsymbol{S}$ and axis-aligned cube $\boldsymbol{C}$ circumscribed in $\boldsymbol{S}$.
Step 2.1: Obtain an axis-aligned cube $\boldsymbol{M}$ of midsize $\boldsymbol{c}$ and $\boldsymbol{C}$ centered at $\boldsymbol{v}$.
Step 2.2: If the difference between the widths of $\boldsymbol{c}$ and $\boldsymbol{C}$ is less than the given tolerance value, $\boldsymbol{M}$ is output as a cube whose center point is at $\boldsymbol{v}$ and inscribed in $\boldsymbol{S}$. In our current implementation, 0.01 mm is set to the tolerance value.

Step 2.3: If $\boldsymbol{M}$ intersects the polyhedron's surface, $\boldsymbol{M}$ is set as a new $\boldsymbol{C}$. If $\boldsymbol{M}$ does not intersect, $\boldsymbol{M}$ is set to a new $\boldsymbol{c}$. Return to Step 2.1.

The half value of the width of the obtained inscribed cube was stored as the new distance value for voxel $\boldsymbol{v}$. After computing all voxels, a cuboid distance field was constructed.

The most time-consuming process in the above algorithm is the intersection detection between a cube and polyhedron in Step 2.3. The hierarchical AABB tree constructed in Step 1 can be used to accelerate the calculation. To determine the intersection of a cube and a polyhedron, the AABB tree was traversed in a depth-first manner, and at each node, the intersection of the corresponding AABB and cube was checked. When an AABB that does not intersect the cube is found, the traversal of AABB tree after the corresponding node is canceled, to narrow down the polygons that may intersect the cube efficiently. When the leaf node of the AABB tree was reached, an intersection check was performed between the cube and polygons in the AABB corresponding to the leaf node.


Figure 4: Relationships between $\boldsymbol{C}, \boldsymbol{c}$ and $\boldsymbol{M}$ for voxel $\boldsymbol{v}$.


Figure 5: A large rectangular box (red) that encompasses small cubes associated with the voxels in the sublattice.

The construction of the cuboid distance field can be accelerated using the parallel-processing capabilities of a GPU. The lattice structure of the voxel model was divided into $8 \times 8 \times 8$ cuboidal sublattices with 512 voxels each. The calculation of a cube inscribed into the polyhedron with a voxel as its center was performed for these 512 voxels in parallel. For each voxel in the sublattice, an inscribed sphere centered at the voxel and an axis-aligned cube C circumscribing the sphere were defined. In Fig. 5, a sphere and cube circumscribing the sphere with the same color are illustrated for each voxel with a unique color. When calculating an inscribed cube centered at a voxel using the bisection method, polygons that intersect the cube always intersect circumscribing cube $\boldsymbol{C}$. Therefore, cube $\boldsymbol{C}$ can be used to narrow down the candidate polygons that may intersect.

Consider the calculation of the inscribed cubes for two neighboring voxels $\boldsymbol{v}_{0}$ and $\boldsymbol{v}_{1}$ in the sublattice. Because they are very close, the set of polygons referred to in the intersection calculation to obtain an inscribed cube for $\boldsymbol{v}_{0}$ and another set of polygons referred to in the calculation for $\boldsymbol{v}_{1}$ are expected to be almost the same. Therefore, instead of selecting candidate polygons for each of the 512 voxels in the sublattice, we selected candidate polygons for all 512 voxels. A larger rectangular box encompassing 512 cubes associated with the voxels was defined (large red box in Fig. 5). Using this box and the AABB tree, polygons can be involved in intersection detection in the inscribed cube calculation for 512 voxels. The vertex data of the selected polygons are transferred to a GPU. A GPU thread was invoked for each of the 512 voxels, and the cube centered on each voxel and inscribed to the polyhedron was computed in parallel for the 512 voxels using the transferred data.

Fig. 6 illustrates the calculation method for the inscribed cube centered on each voxel using polygons stored in the leaf AABBs obtained as a result of the AABB tree traversal. AABBs $B B_{2}, B B_{4}$, $B B_{5}$ and $B B_{7}$ in the figure represent the leaf boxes resulting from the AABB tree traversal.


Figure 6: Thread and block definition for parallel intersection calculation.
The polygons in these AABBs are referenced in subsequent intersection calculations to obtain the inscribed cube. In the GPU processing, a set of threads called blocks is defined [13]. For each box $B B_{i}$ with candidate polygons, we define a block consisting of 512 threads. A thread in each block computes, for the corresponding voxel in a sublattice, the smallest cube centered on that voxel, and inscribes it to the polygon in the box. After processing each of the 512 voxels, a candidate inscribed cube was obtained for each box. In the example shown in Fig. 6, four candidates for the inscribed cube are obtained for each of the 512 voxels, corresponding to $B B_{2}, B B_{4}, B B_{5}$ and $B B_{7}$. The smallest cube was selected as the inscribed cube centered on that voxel.

The GPU has fast shared memory that can be used by threads within the same block. In our software, the geometric information of the polygons in the leaf AABB corresponding to the block is stored in shared memory and used in the parallel inscribed cube calculation of the 512 voxels. By storing shareable data in a high-speed memory and using it with multiple threads, the time required for storing and accessing data can be reduced, enabling further acceleration of the process.


Figure 7: Determination of the maximum inscribed cube by tracing a half line extended from a surface point $\boldsymbol{p}$.

### 4.3 Step $\mathbf{3}$ Maximum Inscribed Cube for Surface Point

The determination of the maximum cube inscribed to a surface point of a 3D object involves tracing and checking the distance values in the cuboid distance field along a straight line starting from the point. Fig. 7 illustrates the tracing process. As shown in the figure, the center points of the cubes inscribed to the surface point $\boldsymbol{p}$ are aligned on a straight line extending $45^{\circ}$ diagonally from $\boldsymbol{p}$.


Figure 8: Classification of the tracing direction according to the surface normal.
Therefore, we traced along this line in the cuboid distance field and examined the voxels on the line and their distance values. As the first peak of the distance value corresponds to half the width of the maximum inscribed cube, we can use twice the thickness value at $\boldsymbol{p}$. The search direction can be classified into eight directions according to the normal direction of the polygon in which $\boldsymbol{p}$ exists (Fig. 8).
if (normal. $x>0.0 \& \&$ normal. $y>0.0 \& \&$ normal.z $>0.0$ ) then direction $=(-1.0,-1.0,-1.0)$
if (normal. $x>0.0 \& \&$ normal. $\gg 0.0 \& \&$ normal. $\ll 0.0$ ) then direction $=(-1.0,-1.0,1.0)$
if (normal. $x>0.0 \& \&$ normal. $><0.0 \& \&$ normal.z>0.0) then direction $=(-1.0,1.0,-1.0)$
if (normal. $>0.0 \& \&$ normal.y $<0.0 \& \&$ normal.z $<0.0$ ) then direction $=(-1.0,1.0,1.0)$
If (normal. $x<0.0 \& \&$ normal. $y>0.0 \& \&$ normal. $z>0.0$ ),
then the direction $=(1.0,-1.0,-1.0)$.
if (normal. $x<0.0 \& \&$ normal. $y>0.0 \& \&$ normal.z < 0.0 ) then direction $=(1.0,-1.0,1.0)$
\& (normal. y < 0.0 \&\& normal. z < 0.0 \&\& normal.z > 0.0);
then, the direction $=(1.0,1.0,-1.0)$
If (normal. $x<0.0 \& \&$ normal. $y<0.0 \& \&$ normal. $z<0.0$ ), the direction is $=(1.0,1.0,1.0)$
For machine parts, the normal direction of surface polygons is often parallel to the $X-, Y$-, or $Z$-axes. In such cases, some of the $\mathrm{X}, \mathrm{Y}$, or Z components in the normal direction were zero, and the above classification did not apply. One possible solution to this problem is to rotate the polygon slightly such that all components in the normal direction of the polygon are nonzero; however, this method does not solve this problem. Fig. 9 illustrates the problem with this method in two dimensions. If the polygon (edge) is parallel to the x-axis, the size of the largest cube inscribed at point $\boldsymbol{p}$ is $w$. If the orientation of this polygon is slightly tilted, the maximum inscribed cube changes depending on the tilting direction, as shown in Fig. 9(b) and (c). In both cases, the size of the cube becomes smaller than $w$. We are developing a new method to solve this problem but have yet to design an efficient algorithm.

## 5 COMPUTATIONAL EXPERIMENTS

The software was used to calculate the cuboid distance field by using the developed algorithm. Computational experiments were conducted to analyze the thickness of the part using the maximum inscribed cubes. Visual Studio 2017 and CUDA 10.1 [13] were used for implementation. A notebook PC with a Core i7 CPU, GeForce RTX 3080Ti GPU, and 32GB memory was used for the calculations.


Figure 9: Limitation of the proposed method.


Figure 10: Sample models used in our experiments. (a) Model 1, (b) Model 2, (c) Model 3, and (d) Model 4.

Fig. 10 shows the sample polyhedral models used in the experiments. Fig. 11 shows the thickness analysis results of the models. In this analysis, many points are densely scattered on the part's surface. Subsequently, the thickness was analyzed for each point using the sphere method for (a) and our current method with the maximum inscribed cubes for (b). In both cases, the maximum thickness is colored blue, and the zero thickness is colored red. As our method does not correctly calculate the maximum inscribed cube for surfaces parallel to the X -, Y -, or Z -axes, the coloring results for such surfaces may not be correct. In these models, the total computation time for thickness analysis with our current method was approximately five times longer than that of the sphere method.

By comparing the analysis results in Figs. 11(a) and (b), several areas with completely different thickness distributions can be observed. The analysis results using the sphere method showed that all the corners of the part were thin, whereas the plate-like shape was uniform in thickness using the current method. In our method, the upper part of the curved shape in Model 1 was determined to be thinner.


Figure 11: Thickness visualization results. (a) Sphere method. (b) Our method using maximum inscribed cubes.

Periodic changes in thickness can be observed in the lateral part of Model1, 2, and 4. These differences were due to the changes in the size of the cubes that could be placed inside the object. As shown in Fig. 12(a), the cubes that can be placed in the upper part of the curved shape become smaller; as a result, they are considered thinner. Inside the lateral part, as shown in Fig. 12(b), the size of the cubes that can be placed changes with a 90 -degree cycle, resulting in the repeated appearance of thick and thin areas.

Table 1 lists the necessary computation time to analyze the thickness. In the table, from the left column to the right, the number of polygons of the given models, the number of voxels of the distance field, and the necessary time for constructing the distance field are listed (Step 1). The necessary time for constructing the cuboid distance field (Step 2), the number of points scattered on the model surface, and the time necessary for calculating the size of the maximum cubes inscribed to the points (Step 3) are also given in the table. It can be observed that the processing time required in Step 2 was the longest, and the processing time for Step 3 was almost negligible. In these models, the calculations were completed in about four minutes, and our software is considered sufficiently practical.

|  | Num. polys | Num. voxels | Time for Step 1 (s) | Time for Step 2 (s) | Num points | Time for Step 3 (s) |
| :--- | ---: | ---: | ---: | ---: | ---: | ---: |
| Model 1 | 17,842 | $102,290,282$ | 19.525 | 73.521 | 48,218 | 0.641 |
| Model 2 | 197,450 | $102,491,663$ | 21.586 | 65.311 | 75,354 | 0.566 |
| Model 3 | 15,910 | $100,871,641$ | 33.771 | 184.922 | 121,498 | 0.901 |
| Model 4 | 41,724 | $101,327,283$ | 38.179 | 183.738 | 91,469 | 0.963 |

Table 1: Necessary computation time.


Figure 12: Variation in the size of cubes that can be placed inside an object. (a) Maximum inscribed cubes placed in the upper part of the curved shape. (b) Maximum inscribed cubes placed inside the lateral part of the object.

## 6 CONCLUSIONS

In this study, a novel thickness evaluation method for a polyhedral solid model was developed, in which the thickness of a point on the surface of the model was determined by the size of the maximum cube inscribed to the point. This method can solve the problem of the conventional sphere method, which evaluates all the corners of a solid as thin, and is considered effective in the evaluation of clearance on a 3D object. The interior of a polyhedral object is converted into an equivalent voxel model, and a cuboid distance field consisting of inscribed cubes centered at each voxel is defined.

We devised an algorithm to compute the cuboid distance field quickly using a hierarchical AABB tree of surface polygons of the object in combination with GPU parallel processing technology. The maximum inscribed cube tangent to any point on the object's surface was obtained by analyzing the cuboid distance field along a half-line extending from the point to the object's interior. The effectiveness of the algorithm was verified through computational experiments. Our algorithm for calculating the maximum inscribed cubes is limited in that it cannot correctly calculate the thicknesses of the surfaces parallel to the X -, Y -, and Z -axes. We intend to solve this problem and study applications of the developed thickness evaluation method in the future.
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